**Day-1**

**C++ Basic & Input/Output**

**Student Name: Kamalpreet Singh UID: 22BCS11720**

**Branch: BE - CSE Section/Group: FL\_IOT-603-A**

**Semester: 5th Date of Performance:19-12-24**

## Problem 1 - Sum of Natural Numbers up to N

## Aim-Calculate the sum of all natural numbers from 1 to n, where n is a positive integer. Use the formula: Sum=n×(n+1)/2 .​ Take n as input and output the sum of natural numbers from 1 to n .

**Solution-**

#include <iostream>

using namespace std;

int sum\_of\_natural\_numbers(int n) {

return n \* (n + 1) / 2;

}

int main() {

int n;

cout << "Enter a positive integer: ";

cin >> n;

int result = sum\_of\_natural\_numbers(n);

cout << "The sum of all natural numbers from 1 to " << n << " is " << result << "." << endl;

return 0;

}  
**Output-**
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**Problem 2 - Count digits in a number**

## Aim-Count the total number of digits in a given number n. The number can be a positive integer. For example, for the number 12345, the count of digits is 5. For a number like 900000, the count of digits is 6.

**Given an integer n, your task is to determine how many digits are present in n. This task will help you practice working with loops, number manipulation, and conditional logic.**

**Solution-**

#include <iostream>

#include <cmath>

using namespace std;

int countDigits(int n) {

if (n == 0) {

return 1;

}

int count = 0;

while (n != 0) {

n /= 10;

count++;

}

return count;

}

int main() {

int n;

cout << "Enter an integer: ";

cin >> n;

int digitCount = countDigits(n);

cout << "Number of digits in " << n << " is: " << digitCount << endl;

return 0;

}

**Output-**
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## **Problem 3-** Function Overloading for Calculating Area

## **Aim-**Write a program to calculate the area of different shapes using function overloading. Implement overloaded functions to compute the area of a circle, a rectangle, and a triangle.

**Solution-**

#include <iostream>

#include <cmath>

using namespace std;

const double PI = 3.14159;

double area(double radius) {

return PI \* radius \* radius;

}

double areaRectangle(double length, double breadth) {

return length \* breadth;

}

double areaTriangle(double base, double height) {

return 0.5 \* base \* height;

}

int main() {

double radius, length, breadth, base, height;

cout << "Enter radius of the circle: ";

cin >> radius;

cout << "Area of the circle: " << area(radius) << endl;

cout << "Enter length and breadth of the rectangle: ";

cin >> length >> breadth;

cout << "Area of the rectangle: " << areaRectangle(length, breadth) << endl;

cout << "Enter base and height of the triangle: ";

cin >> base >> height;

cout << "Area of the triangle: " << areaTriangle(base, height) << endl;

return 0;

}

**Output:**
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## Problem 4: Polymorphism for Banking Transactions

## **Aim-** Design a C++ program to simulate a banking system using polymorphism. Create a base class Account with a virtual method calculateInterest(). Use the derived classes SavingsAccount and CurrentAccount to implement specific interest calculation logic:

## **SavingsAccount**: Interest = Balance × Rate × Time.

## **CurrentAccount**: No interest, but includes a maintenance fee deduction.

**Solution-**

#include <iostream>

using namespace std;

class Account {

public:

int balance;

Account(int b) : balance(b) {}

virtual double calculateInterest() {

return 0.0;

}

};

class SavingsAccount : public Account {

public:

double rate;

int time;

SavingsAccount(int b, double r, int t) : Account(b), rate(r), time(t) {}

double calculateInterest() override {

return (balance \* rate \* time) / 100.0;

}

};

class CurrentAccount : public Account {

public:

double maintenanceFee;

CurrentAccount(int b, double fee) : Account(b), maintenanceFee(fee) {}

double calculateInterest() override {

return -maintenanceFee;

}

};

int main() {

int accountType, balance, time;

double rate, maintenanceFee;

cout << "Enter Account Type (1 for Savings, 2 for Current): ";

cin >> accountType;

cout << "Enter Account Balance: ";

cin >> balance;

if (accountType == 1) {

cout << "Enter Interest Rate (%): ";

cin >> rate;

cout << "Enter Time (years): ";

cin >> time;

SavingsAccount savingsAccount(balance, rate, time);

cout << "Interest earned: " << savingsAccount.calculateInterest() << endl;

} else if (accountType == 2) {

cout << "Enter Monthly Maintenance Fee: ";

cin >> maintenanceFee;

CurrentAccount currentAccount(balance, maintenanceFee);

cout << "Maintenance Fee deduction: " << currentAccount.calculateInterest() << endl;

} else {

cout << "Invalid Account Type." << endl;

}

return 0;

}

**Output-**
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## Problem 5:Hierarchical Inheritance for Employee Management System

## Aim:Create a C++ program to simulate an employee management system using hierarchical inheritance. Design a base class Employee that stores basic details (name, ID, and salary). Create two derived classes:

## **Manager**: Add and calculate bonuses based on performance ratings.

## **Developer**: Add and calculate overtime compensation based on extra hours worked.

## The program should allow input for both types of employees and display their total earnings.

## Solution:

#include <iostream>

#include <string>

using namespace std;

class Employee {

public:

string name;

int ID;

int salary;

Employee(string n, int i, int s) : name(n), ID(i), salary(s) {

if (salary < 10000 || salary > 1000000) {

cout << "Invalid salary. Salary must be between 10000 and 1000000." << endl;

exit(1);

}

}

virtual int getTotalEarnings() {

return salary;

}

};

class Manager : public Employee {

public:

int performanceRating;

Manager(string n, int i, int s, int pr) : Employee(n, i, s), performanceRating(pr) {

if (performanceRating < 1 || performanceRating > 5) {

cout << "Invalid performance rating. Rating must be between 1 and 5." << endl;

exit(1);

}

}

int getTotalEarnings() override {

int bonus = 0;

switch (performanceRating) {

case 1:

bonus = 0;

break;

case 2:

bonus = salary \* 0.05;

break;

case 3:

bonus = salary \* 0.10;

break;

case 4:

bonus = salary \* 0.15;

break;

case 5:

bonus = salary \* 0.20;

break;

}

return salary + bonus;

}

};

class Developer : public Employee {

public:

int extraHours;

Developer(string n, int i, int s, int eh) : Employee(n, i, s), extraHours(eh) {}

int getTotalEarnings() override {

int overtimePay = extraHours \* (salary / 200); // Assuming 200 working hours per month

return salary + overtimePay;

}

};

int main() {

int employeeType, ID, salary, performanceRating, extraHours;

string name;

cout << "Enter Employee Type (1 for Manager, 2 for Developer): ";

cin >> employeeType;

cout << "Enter Name: ";

cin >> name;

cout << "Enter ID: ";

cin >> ID;

cout << "Enter Salary: ";

cin >> salary;

if (employeeType == 1) {

cout << "Enter Performance Rating (1-5): ";

cin >> performanceRating;

Manager manager(name, ID, salary, performanceRating);

cout << "Total Earnings for Manager " << manager.name << ": " << manager.getTotalEarnings() << endl;

} else if (employeeType == 2) {

cout << "Enter Extra Hours Worked: ";

cin >> extraHours;

Developer developer(name, ID, salary, extraHours);

cout << "Total Earnings for Developer " << developer.name << ": " << developer.getTotalEarnings() << endl;

} else {

cout << "Invalid Employee Type." << endl;

}

return 0;

}

**Output-**
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**Problem 6-Check if a Number is Prime**

# **Aim-**Check if a given number n is a prime number. A prime number is a natural number greater than 1 that has no positive divisors other than 1 and itself.

# Solution:

#include <iostream>

#include <cmath>

using namespace std;

bool isPrime(int n) {

if (n <= 1)

return false;

for (int i = 2; i <= sqrt(n); ++i) {

if (n % i == 0)

return false;

}

return true;

}

int main() {

int n;

cout << "Enter a number to check if it is prime: ";

cin >> n;

if (isPrime(n)) {

cout << n << " is a prime number." << endl;

} else {

cout << n << " is not a prime number." << endl;

}

return 0;

}

Output-  
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**Problem 7- Print Odd Numbers up to N**

# **Aim-**Print all odd numbers between 1 and n, inclusive. Odd numbers are integers that are not divisible by 2. These numbers should be printed in ascending order, separated by spaces.

**Solution-**

#include <iostream>

using namespace std;

void printOddNumbers(int n) {

for (int i = 1; i <= n; i += 2) {

cout << i << " ";

}

cout << endl;

}

int main() {

int n;

cout << "Enter a number to print all odd numbers up to n: ";

cin >> n;

if (n >= 1) {

cout << "Odd numbers up to " << n << ": ";

printOddNumbers(n);

} else {

cout << "Enter a number greater than or equal to 1." << endl;

}

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 8-Sum of Odd Numbers up to N**

# **Aim-** Calculate the sum of all odd numbers from 1 to n. An odd number is an integer that is not divisible by 2.The sum of odd numbers, iterate through all the numbers from 1 to n, check if each number is odd, and accumulate the sum.

**Solution:**

#include <iostream>

using namespace std;

int sumOfOddNumbers(int n) {

int sum = 0;

for (int i = 1; i <= n; i += 2) {

sum += i;

}

return sum;

}

int main() {

int n;

cout << "Enter a number to calculate the sum of odd numbers up to n: ";

cin >> n;

if (n >= 1) {

int sum = sumOfOddNumbers(n);

cout << "The sum of odd numbers up to " << n << " is: " << sum << endl;

} else {

cout << "Enter a number greater than or equal to 1." << endl;

}

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 9- Print Multiplication Table of a Number**

## **Aim:** Print the multiplication table of a given number n. A multiplication table for a number n is a list of products of n with integers from 1 to 10. For example, the multiplication table for 3 is: 3×1=3,3×2=6,…,3×10=30.

**Solution:**

#include <iostream>

using namespace std;

void printMultiplicationTable(int n) {

for (int i = 1; i <= 10; ++i) {

cout << n << " × " << i << " = " << n \* i << endl;

}

}

int main() {

int n;

cout << "Enter a number to print its multiplication table: ";

cin >> n;

cout << "Multiplication table for " << n << ":\n";

printMultiplicationTable(n);

return 0;

}

**Output:**
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**Problem 10 -Reverse a Number**

## **Aim:** Reverse the digits of a given number n. For example, if the input number is 12345, the output should be 54321. The task involves using loops and modulus operators to extract the digits and construct the reversed number.

**Solution:**

#include <iostream>

using namespace std;

int reverseNumber(int n) {

int reversed = 0;

while (n != 0) {

int digit = n % 10;

reversed = reversed \* 10 + digit;

n /= 10;

}

return reversed;

}

int main() {

int n;

cout << "Enter a number to reverse: ";

cin >> n;

cout << "The reversed number is: " << reverseNumber(n) << endl;

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 11: Find the Largest Digit in a Number**

## **Aim:** Find the largest digit in a given number n. For example, for the number 2734, the largest digit is 7. You need to extract each digit from the number and determine the largest one. The task will involve using loops and modulus operations to isolate the digits.

**Solution:**

#include <iostream>

using namespace std;

int findLargestDigit(int n) {

n = abs(n);

int largestDigit = 0;

while (n != 0) {

int digit = n % 10;

if (digit > largestDigit)

largestDigit = digit;

n /= 10;

}

return largestDigit;

}

int main() {

int n;

cout << "Enter a number to find its largest digit: ";

cin >> n;

cout << "The largest digit in " << n << " is: " << findLargestDigit(n) << endl;

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 12: Check if a Number is a Palindrome**

## **Aim:** Check whether a given number is a palindrome or not. A number is called a palindrome if it reads the same backward as forward. For example, 121 is a palindrome because reading it from left to right is the same as reading it from right to left. Similarly, 12321 is also a palindrome, but 12345 is not.

**Solution:**

#include <iostream>

using namespace std;

bool isPalindrome(int n) {

int original = n, reversed = 0, remainder;

n = abs(n);

while (n != 0) {

remainder = n % 10;

reversed = reversed \* 10 + remainder;

n /= 10;

}

return original == reversed;

}

int main() {

int n;

cout << "Enter a number to check if it's a palindrome: ";

cin >> n;

if (isPalindrome(n)) {

cout << n << " is a palindrome." << endl;

} else {

cout << n << " is not a palindrome." << endl;

}

return 0;

}

**Output:**![](data:image/png;base64,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)

**Problem 13:Find the Sum of Digits of a Number**

## **Aim:** Calculate the sum of the digits of a given number n. For example, for the number 12345, the sum of the digits is 1+2+3+4+5=15. To solve this, you will need to extract each digit from the number and calculate the total sum.

**Solution:**

#include <iostream>

using namespace std;

int sumOfDigits(int n) {

int sum = 0;

n = abs(n);

while (n != 0) {

sum += n % 10;

n /= 10;

}

return sum;

}

int main() {

int n;

cout << "Enter a number to find the sum of its digits: ";

cin >> n;

cout << "The sum of the digits of " << n << " is: " << sumOfDigits(n) << endl;

return 0;

}

**Output:**

![](data:image/png;base64,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)

### Problem 13: **Function Overloading with Hierarchical Structure.**

## **Aim:** Write a program that demonstrates function overloading to calculate the salary of employees at different levels in a company hierarchy. Implement overloaded functions to compute salary for:

## Intern (basic stipend).

## Regular employee (base salary + bonuses).

## Manager (base salary + bonuses + performance incentives).

**Solution:**

#include <iostream>

using namespace std;

class Employee {

public:

string name;

int baseSalary;

Employee(string n, int b) : name(n), baseSalary(b) {}

virtual double calculateSalary() {

return baseSalary;

}

};

class Intern : public Employee {

public:

int stipend;

Intern(string n, int b, int s) : Employee(n, b), stipend(s) {}

double calculateSalary() override {

return stipend;

}

};

class RegularEmployee : public Employee {

public:

int bonus;

RegularEmployee(string n, int b, int bon) : Employee(n, b), bonus(bon) {}

double calculateSalary() override {

return baseSalary + bonus;

}

};

class Manager : public RegularEmployee {

public:

int performanceIncentive;

Manager(string n, int b, int bon, int pi) : RegularEmployee(n, b, bon), performanceIncentive(pi) {}

double calculateSalary() override {

return baseSalary + bonus + performanceIncentive;

}

};

int main() {

string name;

int baseSalary, stipend, bonus, performanceIncentive;

int employeeType;

cout << "Enter Employee Type (1 for Intern, 2 for Regular Employee, 3 for Manager): ";

cin >> employeeType;

cout << "Enter Name: ";

cin >> name;

cout << "Enter Base Salary: ";

cin >> baseSalary;

if (employeeType == 1) {

cout << "Enter Stipend for Intern: ";

cin >> stipend;

Intern intern(name, baseSalary, stipend);

cout << "Salary of Intern " << intern.name << ": " << intern.calculateSalary() << endl;

}

else if (employeeType == 2) {

cout << "Enter Bonus for Regular Employee: ";

cin >> bonus;

RegularEmployee regularEmployee(name, baseSalary, bonus);

cout << "Salary of Regular Employee " << regularEmployee.name << ": " << regularEmployee.calculateSalary() << endl;

}

else if (employeeType == 3) {

cout << "Enter Bonus for Manager: ";

cin >> bonus;

cout << "Enter Performance Incentive for Manager: ";

cin >> performanceIncentive;

Manager manager(name, baseSalary, bonus, performanceIncentive);

cout << "Salary of Manager " << manager.name << ": " << manager.calculateSalary() << endl;

}

else {

cout << "Invalid Employee Type." << endl;

}

return 0;

}

**Output:**
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**Problem 14 : Encapsulation with Employee Details**

## **Aim:**Write a program that demonstrates encapsulation by creating a class Employee. The class should have private attributes to store:

## Employee ID.

## Employee Name.

## Employee Salary.

## Provide public methods to set and get these attributes, and a method to display all details of the employee.

**Solution:**

#include <iostream>

#include <string>

using namespace std;

class Employee {

private:

int employeeID;

string employeeName;

double employeeSalary;

public:

void setEmployeeID(int id) {

employeeID = id;

}

int getEmployeeID() {

return employeeID;

}

void setEmployeeName(string name) {

employeeName = name;

}

string getEmployeeName() {

return employeeName;

}

void setEmployeeSalary(double salary) {

employeeSalary = salary;

}

double getEmployeeSalary() {

return employeeSalary;

}

void displayEmployeeDetails() {

cout << "Employee ID: " << employeeID << endl;

cout << "Employee Name: " << employeeName << endl;

cout << "Employee Salary: $" << employeeSalary << endl;

}

};

int main() {

Employee emp;

int id;

string name;

double salary;

cout << "Enter Employee ID: ";

cin >> id;

emp.setEmployeeID(id);

cout << "Enter Employee Name: ";

cin.ignore();

getline(cin, name);

emp.setEmployeeName(name);

cout << "Enter Employee Salary: ";

cin >> salary;

emp.setEmployeeSalary(salary);

cout << endl << "Employee Details: " << endl;

emp.displayEmployeeDetails();

return 0;

}

**Output:**
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**Problem 15: Inheritance with Student and Result Classes.**

## **Aim:**Create a program that demonstrates inheritance by defining:

## A base class Student to store details like Roll Number and Name.

## A derived class Result to store marks for three subjects and calculate the total and percentage.

**Solution:**

#include <iostream>

#include <string>

using namespace std;

class Student {

protected:

int rollNumber;

string name;

public:

void setRollNumber(int r) {

rollNumber = r;

}

int getRollNumber() {

return rollNumber;

}

void setName(string n) {

name = n;

}

string getName() {

return name;

}

};

class Result : public Student {

private:

float marks1, marks2, marks3;

float total, percentage;

public:

void setMarks(float m1, float m2, float m3) {

marks1 = m1;

marks2 = m2;

marks3 = m3;

}

void calculateResult() {

total = marks1 + marks2 + marks3;

percentage = (total / 300.0) \* 100;

}

void displayResult() {

cout << "Roll Number: " << getRollNumber() << endl;

cout << "Name: " << getName() << endl;

cout << "Marks in Subject 1: " << marks1 << endl;

cout << "Marks in Subject 2: " << marks2 << endl;

cout << "Marks in Subject 3: " << marks3 << endl;

cout << "Total Marks: " << total << endl;

cout << "Percentage: " << percentage << "%" << endl;

}

};

int main() {

Result student;

int rollNo;

string name;

float marks1, marks2, marks3;

cout << "Enter Roll Number: ";

cin >> rollNo;

student.setRollNumber(rollNo);

cout << "Enter Student Name: ";

cin.ignore();

getline(cin, name);

student.setName(name);

cout << "Enter Marks for Subject 1: ";

cin >> marks1;

cout << "Enter Marks for Subject 2: ";

cin >> marks2;

cout << "Enter Marks for Subject 3: ";

cin >> marks3;

student.setMarks(marks1, marks2, marks3);

student.calculateResult();

student.displayResult();

return 0;

}

**Output:**
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### **Problem 16: Polymorphism with Shape Area Calculation.**

**Aim:Create a program that demonstrates polymorphism by calculating the area of different shapes using a base class Shape and derived classes for Circle, Rectangle, and Triangle. Each derived class should override a virtual function to compute the area of the respective shape.**

**Solution:**

#include <iostream>

#include <cmath>

using namespace std;

class Shape {

public:

virtual double calculateArea() = 0;

virtual ~Shape() {}

};

class Circle : public Shape {

private:

double radius;

public:

Circle(double r) : radius(r) {}

double calculateArea() override {

return M\_PI \* radius \* radius;

}

};

class Rectangle : public Shape {

private:

double length, width;

public:

Rectangle(double l, double w) : length(l), width(w) {}

double calculateArea() override {

return length \* width;

}

};

class Triangle : public Shape {

private:

double base, height;

public:

Triangle(double b, double h) : base(b), height(h) {}

double calculateArea() override {

return 0.5 \* base \* height;

}

};

int main() {

Shape\* shape1 = new Circle(5);

Shape\* shape2 = new Rectangle(4, 6);

Shape\* shape3 = new Triangle(4, 5);

cout << "Area of Circle: " << shape1->calculateArea() << endl;

cout << "Area of Rectangle: " << shape2->calculateArea() << endl;

cout << "Area of Triangle: " << shape3->calculateArea() << endl;

delete shape1;

delete shape2;

delete shape3;

return 0;

} **Output:**

![](data:image/png;base64,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)

**Problem 17 : Implementing Polymorphism for Shape Hierarchies.**

## **Aim:**Write a program to demonstrate runtime polymorphism in C++ using a base class Shape and derived classes Circle, Rectangle, and Triangle. The program should use virtual functions to calculate and print the area of each shape based on user input.

**Solution:**

#include <iostream>

#include <cmath>

using namespace std;

class Shape {

public:

virtual double calculateArea() = 0;

virtual ~Shape() {}

};

class Circle : public Shape {

private:

double radius;

public:

Circle(double r) : radius(r) {}

double calculateArea() override {

return M\_PI \* radius \* radius;

}

};

class Rectangle : public Shape {

private:

double length, width;

public:

Rectangle(double l, double w) : length(l), width(w) {}

double calculateArea() override {

return length \* width;

}

};

class Triangle : public Shape {

private:

double base, height;

public:

Triangle(double b, double h) : base(b), height(h) {}

double calculateArea() override {

return 0.5 \* base \* height;

}

};

int main() {

int choice;

cout << "Choose a shape to calculate area:" << endl;

cout << "1. Circle\n2. Rectangle\n3. Triangle\n";

cout << "Enter your choice (1/2/3): ";

cin >> choice;

Shape\* shape = nullptr;

if (choice == 1) {

double radius;

cout << "Enter the radius of the circle: ";

cin >> radius;

shape = new Circle(radius);

} else if (choice == 2) {

double length, width;

cout << "Enter the length and width of the rectangle: ";

cin >> length >> width;

shape = new Rectangle(length, width);

} else if (choice == 3) {

double base, height;

cout << "Enter the base and height of the triangle: ";

cin >> base >> height;

shape = new Triangle(base, height);

} else {

cout << "Invalid choice!" << endl;

return 0;

}

cout << "Area of the chosen shape: " << shape->calculateArea() << endl;

delete shape;

return 0;

}

**Output:**
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**Problem 18: Matrix Multiplication Using Function Overloading**

## **Aim:**Implement matrix operations in C++ using function overloading. Write a function operate() that can perform:

## **Matrix Addition** for matrices of the same dimensions.

## **Matrix Multiplication** where the number of columns of the first matrix equals the number of rows of the second matrix.

**Solution:**#include <iostream>

using namespace std;

void operate(int a[10][10], int b[10][10], int result[10][10], int rows, int cols) {

for (int i = 0; i < rows; i++) {

for (int j = 0; j < cols; j++) {

result[i][j] = a[i][j] + b[i][j];

}

}

}

void operate(int a[10][10], int b[10][10], int result[10][10], int rowsA, int colsA, int rowsB, int colsB) {

if (colsA != rowsB) {

cout << "Matrix multiplication is not possible. Columns of A must equal rows of B." << endl;

return;

}

for (int i = 0; i < rowsA; i++) {

for (int j = 0; j < colsB; j++) {

result[i][j] = 0;

for (int k = 0; k < colsA; k++) {

result[i][j] += a[i][k] \* b[k][j];

}

}

}

}

void displayMatrix(int matrix[10][10], int rows, int cols) {

for (int i = 0; i < rows; i++) {

for (int j = 0; j < cols; j++) {

cout << matrix[i][j] << " ";

}

cout << endl;

}

}

int main() {

int a[10][10], b[10][10], result[10][10];

int rowsA, colsA, rowsB, colsB;

int choice;

cout << "Enter rows and columns for matrix A: ";

cin >> rowsA >> colsA;

cout << "Enter elements of matrix A:" << endl;

for (int i = 0; i < rowsA; i++) {

for (int j = 0; j < colsA; j++) {

cin >> a[i][j];

}

}

cout << "Enter rows and columns for matrix B: ";

cin >> rowsB >> colsB;

cout << "Enter elements of matrix B:" << endl;

for (int i = 0; i < rowsB; i++) {

for (int j = 0; j < colsB; j++) {

cin >> b[i][j];

}

}

cout << "Choose operation: 1 for Matrix Addition, 2 for Matrix Multiplication: ";

cin >> choice;

if (choice == 1) {

if (rowsA != rowsB || colsA != colsB) {

cout << "Matrix addition is not possible. Matrices must have the same dimensions." << endl;

} else {

operate(a, b, result, rowsA, colsA);

cout << "Matrix A + Matrix B = " << endl;

displayMatrix(result, rowsA, colsA);

}

} else if (choice == 2) {

operate(a, b, result, rowsA, colsA, rowsB, colsB);

cout << "Matrix A \* Matrix B = " << endl;

displayMatrix(result, rowsA, colsB);

} else {

cout << "Invalid choice!" << endl;

}

return 0;

}

**Output:**
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## **Problem 19: Polymorphism in Shape Classes Aim:**Design a C++ program using polymorphism to calculate the area of different shapes:

## A **Rectangle** (Area = Length × Breadth).

## A **Circle** (Area = π × Radius²).

## A **Triangle** (Area = ½ × Base × Height).

## Create a base class Shape with a pure virtual function getArea(). Use derived classes Rectangle, Circle, and Triangle to override this function.

**Solution:**#include <iostream>

#include <cmath>

using namespace std;

class Shape {

public:

virtual double getArea() = 0;

virtual ~Shape() {}

};

class Rectangle : public Shape {

private:

double length, breadth;

public:

Rectangle(double l, double b) : length(l), breadth(b) {}

double getArea() override {

return length \* breadth;

}

};

class Circle : public Shape {

private:

double radius;

public:

Circle(double r) : radius(r) {}

double getArea() override {

return M\_PI \* radius \* radius;

}

};

class Triangle : public Shape {

private:

double base, height;

public:

Triangle(double b, double h) : base(b), height(h) {}

double getArea() override {

return 0.5 \* base \* height;

}

};

void printArea(Shape\* shape) {

cout << "Area: " << shape->getArea() << endl;

}

int main() {

Rectangle rect(5.0, 3.0);

Circle circ(4.0);

Triangle tri(6.0, 4.0);

cout << "Rectangle:" << endl;

printArea(&rect);

cout << "Circle:" << endl;

printArea(&circ);

cout << "Triangle:" << endl;

printArea(&tri);

return 0;

}

**Output:**
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